Reshaping the Data

\*Importing the Required libraries\*

from keras.datasets import mnist

import matplotlib.pyplot as plt

from keras.utils import np\_utils

\*Load the Data\*

(x\_train, y\_train), (x\_test, y\_test)=mnist.load\_data ()

Downloading data from <https://storage.googleapis.com/tensorflow/tf-keras-datasets/mnist.npz>

11490434/11490434 [==============================] - 0s 0us/step

print (x\_train.shape)

print (x\_test.shape)

(60000, 28, 28)

(10000, 28, 28)

\*Analyzing the Data\*

x\_train[1]

array([[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 51, 159, 253, 159, 50, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 48, 238, 252, 252, 252, 237, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

54, 227, 253, 252, 239, 233, 252, 57, 6, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 10, 60,

224, 252, 253, 252, 202, 84, 252, 253, 122, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 163, 252,

252, 252, 253, 252, 252, 96, 189, 253, 167, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 51, 238, 253,

253, 190, 114, 253, 228, 47, 79, 255, 168, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 48, 238, 252, 252,

179, 12, 75, 121, 21, 0, 0, 253, 243, 50, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 38, 165, 253, 233, 208,

84, 0, 0, 0, 0, 0, 0, 253, 252, 165, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 7, 178, 252, 240, 71, 19,

28, 0, 0, 0, 0, 0, 0, 253, 252, 195, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 57, 252, 252, 63, 0, 0,

0, 0, 0, 0, 0, 0, 0, 253, 252, 195, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 198, 253, 190, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 255, 253, 196, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 76, 246, 252, 112, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 253, 252, 148, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 85, 252, 230, 25, 0, 0, 0,

0, 0, 0, 0, 0, 7, 135, 253, 186, 12, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 85, 252, 223, 0, 0, 0, 0,

0, 0, 0, 0, 7, 131, 252, 225, 71, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 85, 252, 145, 0, 0, 0, 0,

0, 0, 0, 48, 165, 252, 173, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 86, 253, 225, 0, 0, 0, 0,

0, 0, 114, 238, 253, 162, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 85, 252, 249, 146, 48, 29, 85,

178, 225, 253, 223, 167, 56, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 85, 252, 252, 252, 229, 215, 252,

252, 252, 196, 130, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 28, 199, 252, 252, 253, 252, 252,

233, 145, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 25, 128, 252, 253, 252, 141,

37, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0]], dtype=uint8)

plt.imshow(x\_train[5000])
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plt.imshow(x\_train[45])

![](data:image/png;base64,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)

print(x\_train.shape)

print(y\_train.shape)

(60000, 28, 28)

(60000,)

import numpy as np

import tensorflow

from tensorflow.keras.datasets import mnist #mnist dataset

from tensorflow.keras.models import Sequential #it is a plain stack of layers

from tensorflow.keras import layers #A Layer consists of a tensor- in tensor-out computat ion funct ion

from tensorflow.keras.layers import Dense, Flatten #Dense-Dense Layer is the regular deeply connected r

#faltten -used fot flattening the input or change the dimension

from tensorflow.keras.layers import Conv2D #onvoLutiona l Layer

from keras.optimizers import Adam #opt imizer

from keras. utils import np\_utils #used for one-hot encoding

import matplotlib.pyplot as plt

\*Reshaping the Dataset\*

np.argmax(y\_train[5000])

0

\*Applying one Hotcode\*

number\_of\_classes = 10

y\_train = np\_utils.to\_categorical (y\_train, number\_of\_classes)

y\_test = np\_utils.to\_categorical (y\_test, number\_of\_classes)